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**Постановка задачі**

1. Розробити клас власної узагальненої колекції, використовуючи

стандартні інтерфейси колекцій із бібліотек System.Collections та

System.Collections.Generic. Стандартні колекції при розробці власної

не застосовувати. Для колекції передбачити методи внесення даних

будь-якого типу, видалення, пошуку та ін. (відповідно до типу

колекції).

2. Додати до класу власної узагальненої колекції підтримку подій та

обробку виключних ситуацій.

3. Опис класу колекції та всіх необхідних для роботи з колекцією типів

зберегти у динамічній бібліотеці.

4. Створити консольний додаток, в якому продемонструвати

використання розробленої власної колекції, підписку на події

колекції.
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**Лістинг коду**

Клас MyCollection

using System;

using System.Collections;

using System.Collections.Generic;

using System.Linq;

namespace MyCollection

{

    public class \_SortedList<TKey, TValue> : ICollection<KeyValuePair<TKey, TValue>>

    {

        //SortedList

        public KeyValuePair<TKey, TValue>[] \_items;

        public TKey[] keys;

        public TValue[] values;

        public int size;

        private int \_capacity;

        public event EventHandler AddElement;

        public event EventHandler RemoveElement;

        public event EventHandler ClearArray;

        public int Count => size;

        public bool IsReadOnly => false;

        public object SyncRoot => throw new NotImplementedException();

        public bool IsSynchronized => throw new NotImplementedException();

        public \_SortedList(int capacity)

        {

            if (capacity < 0)

            {

                throw new ArgumentOutOfRangeException(nameof(capacity));

            }

            size = 0;

            \_capacity = capacity;

            if (capacity == 0)

            {

                \_items = Array.Empty<KeyValuePair<TKey, TValue>>();

            }

            else

            {

                \_items = new KeyValuePair<TKey, TValue>[capacity];

                values = new TValue[capacity];

                keys = new TKey[capacity];

            }

        }

        public KeyValuePair<TKey, TValue> this[int index]

        {

            get => \_items[index];

        }

        public void Add(KeyValuePair<TKey, TValue> item)

        {

            if (\_capacity <= size)

            {

                ExpandCapacity();

            }

            int num = 0;

            if (size == 0)

            {

                size++;

                values[0] = item.Value;

                keys[0] = item.Key;

                \_items[0] = item;

                return;

            }

            num = Array.BinarySearch(keys, 0, size, item.Key);

            if (num >= 0)

            {

                return;

            }

            num = -num - 1;

            var TempArray = new KeyValuePair<TKey, TValue>[size + 1];

            var TempKeys = new TKey[size + 1];

            var TempValues = new TValue[size + 1];

            for (int i = 0; i < size + 1; i++)

            {

                if (i == num)

                {

                    TempArray[i] = item;

                    TempKeys[i] = item.Key;

                    TempValues[i] = item.Value;

                }

                else if (i < num)

                {

                    TempArray[i] = \_items[i];

                    TempKeys[i] = keys[i];

                    TempValues[i] = values[i];

                }

                else

                {

                    TempArray[i] = \_items[i - 1];

                    TempKeys[i] = keys[i - 1];

                    TempValues[i] = values[i - 1];

                }

            }

            \_items = TempArray;

            keys = TempKeys;

            values = TempValues;

            size++;

        }

        public void Add(TKey key, TValue value)

        {

            if (\_capacity <= size)

            {

                ExpandCapacity();

            }

            int num;

            if (size == 0)

            {

                size++;

                values[0] = value;

                keys[0] = key;

                \_items[0] = new KeyValuePair<TKey, TValue>(key, value);

                AddElement?.Invoke(this, EventArgs.Empty);

                return;

            }

            num = Array.BinarySearch(keys, 0, size, key);

            if (num >= 0)

            {

                return;

            }

            num = -num - 1;

            var TempArray = new KeyValuePair<TKey, TValue>[size + 1];

            var TempKeys = new TKey[size + 1];

            var TempValues = new TValue[size + 1];

            for (int i = 0; i < size + 1; i++)

            {

                if (i == num)

                {

                    TempArray[i] = new KeyValuePair<TKey, TValue>(key, value);

                    TempKeys[i] = key;

                    TempValues[i] = value;

                }

                else if (i < num)

                {

                    TempArray[i] = \_items[i];

                    TempKeys[i] = keys[i];

                    TempValues[i] = values[i];

                }

                else

                {

                    TempArray[i] = \_items[i - 1];

                    TempKeys[i] = keys[i - 1];

                    TempValues[i] = values[i - 1];

                }

            }

            \_items = TempArray;

            keys = TempKeys;

            values = TempValues;

            size++;

            AddElement?.Invoke(this, EventArgs.Empty);

        }

        public void Clear()

        {

            \_items = Array.Empty<KeyValuePair<TKey, TValue>>();

            values = Array.Empty<TValue>();

            keys = Array.Empty<TKey>();

            \_capacity = 0;

            size = 0;

            ClearArray?.Invoke(this, EventArgs.Empty);

        }

        public bool Contains(KeyValuePair<TKey, TValue> item)

        {

            int num = Array.BinarySearch(keys, 0, size, item.Key);

            if (num >= 0)

            {

                return true;

            }

            return false;

        }

        public bool Contains(TKey key)

        {

            int num = Array.BinarySearch(keys, 0, size, key);

            if (num >= 0)

            {

                return true;

            }

            return false;

        }

        public void CopyTo(KeyValuePair<TKey, TValue>[] array, int arrayIndex)

        {

            if (array == null)

            {

                throw new ArgumentNullException(nameof(array));

            }

            if (arrayIndex < 0)

            {

                throw new ArgumentOutOfRangeException(nameof(arrayIndex));

            }

            if (array.Length - arrayIndex < Count)

            {

                throw new ArgumentException();

            }

            for (int i = 0; i < Count; i++)

            {

                array[i + arrayIndex] = \_items[i];

            }

        }

        public void ExpandCapacity()

        {

            var TempSize = \_capacity \* 2;

            var TempArray = new KeyValuePair<TKey, TValue>[TempSize];

            var TempKeys = new TKey[TempSize];

            var TempValues = new TValue[TempSize];

            CopyTo(TempArray, 0);

            \_capacity = TempSize;

            \_items = TempArray;

            keys = TempKeys;

            values = TempValues;

            for (int i = 0; i < TempSize; i++)

            {

                keys[i] = TempArray[i].Key;

                values[i] = TempArray[i].Value;

            }

        }

        public bool Remove(KeyValuePair<TKey, TValue> item)

        {

            int num = Array.BinarySearch(keys, 0, size, item.Key);

            if (num < 0)

            {

                throw new ArgumentException("Element does not exist");

            }

            var TempArray = new KeyValuePair<TKey, TValue>[size - 1];

            var TempKeys = new TKey[size - 1];

            var TempValues = new TValue[size - 1];

            for (int i = 0; i < \_items.Length; i++)

            {

                if (i != num)

                {

                    TempArray[i] = \_items[i];

                    TempKeys[i] = \_items[i].Key;

                    TempValues[i] = \_items[i].Value;

                }

            }

            \_items = TempArray;

            keys = TempKeys;

            values = TempValues;

            size--;

            RemoveElement?.Invoke(this, EventArgs.Empty);

            return true;

        }

        public bool Remove(TKey key)

        {

            int num = Array.BinarySearch(keys, 0, size, key);

            if (num < 0)

            {

                throw new ArgumentException("Element does not exist");

            }

            Console.WriteLine(num);

            var TempArray = new KeyValuePair<TKey, TValue>[size - 1];

            var TempKeys = new TKey[size - 1];

            var TempValues = new TValue[size - 1];

            for (int i = 0; i < Count; i++)

            {

                if (i != num)

                {

                    if (i < num)

                    {

                        TempArray[i] = \_items[i];

                        TempKeys[i] = \_items[i].Key;

                        TempValues[i] = \_items[i].Value;

                    }

                    else

                    {

                        TempArray[i - 1] = \_items[i];

                        TempKeys[i - 1] = \_items[i].Key;

                        TempValues[i - 1] = \_items[i].Value;

                    }

                }

            }

            \_items = TempArray;

            keys = TempKeys;

            values = TempValues;

            size--;

            RemoveElement?.Invoke(this, EventArgs.Empty);

            return true;

        }

        IEnumerator IEnumerable.GetEnumerator()

        {

            return GetEnumerator();

        }

        public IEnumerator<KeyValuePair<TKey, TValue>> GetEnumerator()

        {

            return new NewEnumenator(\_items);

        }

        private class NewEnumenator : IEnumerator<KeyValuePair<TKey, TValue>>

        {

            private readonly KeyValuePair<TKey, TValue>[] \_items;

            private int index;

            private KeyValuePair<TKey, TValue> current;

            public KeyValuePair<TKey, TValue> Current => current;

            object IEnumerator.Current => current;

            public NewEnumenator (KeyValuePair<TKey, TValue>[] items)

            {

                \_items = items;

                index = 0;

                if (\_items.Any())

                    current = items[index];

            }

            public void Dispose()

            {

                return;

            }

            public bool MoveNext()

            {

                if (index >= \_items.Length)

                {

                    return false;

                }

                current = \_items[index];

                index++;

                return true;

            }

            public void Reset()

            {

                index = 0;

                current = \_items[index];

            }

        }

    }

}

**Результати виконання**

Висновок

На даній лабораторній роботі я спроєктував та реалізував клас узагальненої колекції, використовуючи стандартні інтерфейси System.Collections та System.Collections.Generic.